**Karthick M \_ AI&DS \_ Day - 6 Practice**

**1. Bubble Sort:**

**Given an array, arr[]. Sort the array using bubble sort algorithm.**

**Examples :**

**Input: arr[] = [4, 1, 3, 9, 7]**

**Output: [1, 3, 4, 7, 9]**

**Program:**

import java.util.Scanner;

public class BubbleSort {

public static void bubbleSort(int[] arr) {

int n = arr.length;

for (int i = 0; i < n - 1; i++) {

boolean swap = false;

for (int j = 0; j < n - i - 1; j++) {

if (arr[j] > arr[j + 1]) {

int temp = arr[j];

arr[j] = arr[j + 1];

arr[j + 1] = temp;

swap = true;

}

}

if (!swap) break;

}

}

public static void main(String[] args) {

Scanner sc = new Scanner(System.in);

System.out.println("Enter the size of the array:");

int n = sc.nextInt();

int[] arr = new int[n];

System.out.println("Enter the elements of the array:");

for (int i = 0; i < n; i++) {

arr[i] = sc.nextInt();

}

bubbleSort(arr);

System.out.println("Sorted array:");

for (int i = 0; i < n; i++) {

System.out.print(arr[i] + " ");

}

}

}

**Output:**
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**Time Complexity:** Best Case: O(n), Worst Case: O(n^2)

**2. Quick Sort:**

**Implement Quick Sort, a Divide and Conquer algorithm, to sort an array, arr[] in ascending order. Given an array, arr[], with starting index low and ending index high, complete the functions partition() and quickSort(). Use the last element as the pivot so that all elements less than or equal to the pivot come before it, and elements greater than the pivot follow it.**

**Note: The low and high are inclusive.**

**Examples:**

**Input: arr[] = [4, 1, 3, 9, 7]**

**Output: [1, 3, 4, 7, 9]**

**Explanation: After sorting, all elements are arranged in ascending order.**

**Program:**

import java.util.Scanner;

public class QuickSort {

private static int partition(int[] arr, int low, int high) {

int pivot = arr[low];

int i = low + 1;

int j = high;

while (i <= j) {

while (i <= high && arr[i] <= pivot) {

i++;

}

while (j >= low && arr[j] > pivot) {

j--;

}

if (i < j) {

int temp = arr[i];

arr[i] = arr[j];

arr[j] = temp;

}

}

int temp = arr[low];

arr[low] = arr[j];

arr[j] = temp;

return j;

}

private static void quickSort(int[] arr, int low, int high) {

if (low < high) {

int pi = partition(arr, low, high);

quickSort(arr, low, pi - 1);

quickSort(arr, pi + 1, high);

}

}

public static void main(String[] args) {

Scanner scanner = new Scanner(System.in);

System.out.print("Enter the number of elements: ");

int n = scanner.nextInt();

int[] arr = new int[n];

System.out.println("Enter the elements:");

for (int i = 0; i < n; i++) {

arr[i] = scanner.nextInt();

}

quickSort(arr, 0, n - 1);

System.out.println("Sorted array:");

for (int value : arr) {

System.out.print(value + " ");

}

}

}

**Output:**

**![](data:image/png;base64,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)**

**Time Complexity:** O(nlogn)

**3. Non Repeating Character:**

**Program:**

import java.util.\*;

public class NonRepeatingCharacter {

public static char firstNonRepeatingCharacter(String s) {

Map<Character, Integer> frequencyMap = new HashMap<>();

for (char c : s.toCharArray()) {

frequencyMap.put(c, frequencyMap.getOrDefault(c, 0) + 1);

}

for (char c : s.toCharArray()) {

if (frequencyMap.get(c) == 1) {

return c;

}

}

return '$';

}

public static void main(String[] args) {

Scanner sc = new Scanner(System.in);

System.out.print("Enter the string: ");

String s = sc.nextLine();

char result = firstNonRepeatingCharacter(s);

System.out.println("First non-repeating character: " + (result == '$' ? "-1" : result));

sc.close();

}

}

**Output:**

**![](data:image/png;base64,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)**

**Time Complexity:** O(n)

**5. K Largest Elements:**

**Given an array arr[] of positive integers and an integer k, Your task is to return k largest elements in decreasing order.**

**Examples**

**Input: arr[] = [12, 5, 787, 1, 23], k = 2**

**Output: [787, 23]**

**Explanation: 1st largest element in the array is 787 and second largest is 23.**

**Program:**

import java.util.\*;

public class KLargestElement {

static List<Integer> kLargest(int arr[], int k) {

PriorityQueue<Integer> maxHeap = new PriorityQueue<>(Collections.reverseOrder());

for (int i = 0; i < arr.length; i++) {

maxHeap.add(arr[i]);

}

ArrayList<Integer> list = new ArrayList<>();

for (int i = 0; i < k; i++) {

list.add(maxHeap.poll());

}

return list;

}

public static void main(String[] args) {

Scanner sc = new Scanner(System.in);

System.out.println("Enter the size of the array:");

int n = sc.nextInt();

int[] arr = new int[n];

System.out.println("Enter the elements of the array:");

for (int i = 0; i < n; i++) {

arr[i] = sc.nextInt();

}

System.out.println("Enter the value of k:");

int k = sc.nextInt();

List<Integer> result = kLargest(arr, k);

System.out.println(result);

}

}

**Output:**

**![](data:image/png;base64,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)**

**Time Complexity:** O(nlogn)

**6. Form the largest number:**

**Given an array of integers arr[] representing non-negative integers, arrange them so that after concatenating all of them in order, it results in the largest possible number. Since the result may be very large, return it as a string.**

**Examples:**

**Input: arr[] = [3, 30, 34, 5, 9]**

**Output: "9534330"**

**Explanation: Given numbers are {3, 30, 34, 5, 9}, the arrangement "9534330" gives the largest value.**

**Program:**

import java.util.Arrays;

import java.util.Comparator;

import java.util.Scanner;

public class LargestNumber {

public static String largestNumber(int[] nums) {

String[] strNums = new String[nums.length];

for (int i = 0; i < nums.length; i++) {

strNums[i] = String.valueOf(nums[i]);

}

Arrays.sort(strNums, new Comparator<String>() {

@Override

public int compare(String x, String y) {

return (y + x).compareTo(x + y);

}

});

if (strNums[0].equals("0")) {

return "0";

}

StringBuilder result = new StringBuilder();

for (String num : strNums) {

result.append(num);

}

return result.toString();

}

public static void main(String[] args) {

Scanner scanner = new Scanner(System.in);

System.out.println("Enter the number of elements:");

int n = scanner.nextInt();

int[] arr = new int[n];

System.out.println("Enter the elements:");

for (int i = 0; i < n; i++) {

arr[i] = scanner.nextInt();

}

System.out.println("The largest number is: " + largestNumber(arr));

scanner.close();

}

}

**Output:**

**![](data:image/png;base64,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)**

**Time Complexity:** O(nlogn)